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UNIT 1: BASICS OF SOFTWARE TESTING 1 -1 -

UNIT 1:
BASICS OF SOFTWARE TESTING - 1

EiUMANS, ERRORS, AND TESTING

®  Errors are a part of our daily life. Humans make errors in their thoughts,
actions, and in the products that might result from their actions.

%  Humans make errors in any fleld, for ex in observation, in speech, in medical
prescription, in surgery, in love, and similarly in software development.

Arga Error
) Henring Bpoken: He has a garage for repairing foreign cavs.
Heard: Ha hing a garsge for repairing falling oars.
Modieine Incorroot antibiotio presesibad.

Musis petformance | Incorrect noke played.

Nurneripal analysis | Ineorrect sigorithn for matyix inveesion.

| Observation Opeeator fails bo Tesognipe that o relief walve fs stnck open.
Boftwere Opeeator nsed: 54, eorrest opseabor: .

Tdeutifier nsed: mew_Jine, correet identifier: naxt_line.

Exprassion used: e A {d £), cormect expression: (& )V o

Data conversion from 64-bit fioating point to 18-bit integer nod

protected (zesulting in a soflware exception).

Bpeaah Bpohan: wepls melnud, infont: mapie welnud

Bpoken: We nesd o new refrigeralor, intant: Wae reed @ new wash-
Bporis Inoorrect call by the referes in 8 tennis maich,
Wriikng Written: What kind of pans did you 1se ?

Tebemt: What kind of panis did you use?

Table: Examples of errors in various fields of human
endeavor.
To determine whether there are any errors in our thought, actions, and the
process generated, we resort to the process of testing. The primary goal of
testing is to determine if the thoughts, actions, and products are as desired,

#

that is they conform to the requirements.
= Testing of thoughts is usually designed to determine if a concept or
method has been understood satisfactorily.

ASHOK KUMAR K .
mob: 89742024066 - www.vtuheaven. 50wekbs. com
Email: celestialclusterf@gmail.ccm

k.



X4

s

RS LI

UNIT 1: BASICS OF SOFTWARE TESTING 1 -2 -

= Testing of actions is designed to check if a skill that results in the
actions has been acquired satlsf actonly

= Testing of a product is deSIgned to check if the product behaves as
desired. e

Errors, Faults, and Failures

Programmer <
)

Wwrites

i3 Input {0 l

Test
data % Program

produces
Observable
behavior
!Ts to
Observed Desiced j
behavior behanior
are. thege
e the same? \
Yes. Program behaves as No.Program does not behave
desired. as desired. A faflure

has pocured.
Figure: Errors, Faults, and Failures in the process of
programming and testing.

Error: Programmer writes a program. An error occurs in the process of writing
a program.
Fault (or bug or defect): it is the manifestation of one or more errors.
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UNIT 1: BASICS OF SOFTWARE TESTING 1 - 3 -

Failure: Failure occurs when a faulty piece of code is executed leading to an
incorrect state that propagates to the program’s output.

TesbAatomation o
Execution of many tests can be tiring as well as error-prone. Hence there is a
tremendous need for automating testing tasks.
Many Software development organizations automate test-related tasks such as
regression testing, graphical user interface testing, 1/0 device driver testing
Tools used: ]

* GUI testing: Eggplant, Marathon, & pounder

* Performance or load testing: elLoadExpert, DBMonster,JMeter,

Dieseltest, WAPT, LoadRunner, Grinder

» Regression testing: Echelon, TestTube, WinRunner, XTest

AETG is an automated test generator that can be used in variety of

applications.

Developer and tester as two roles

A tester refers to the role someone assumes when testing a program. Such an
individual could be a developer testing a class he/she has coded, or a tester
who is testing a fully integrated set of components. )

A programmer refers to an individual who engages in software development
and often assumes the role of a tester, at least temporarily.

| SOFTWARE QUALITY -

Software quality is a multidimensional quantity and is measurable.

Quality Attributes

There exist several measures of software quality. These can be divided into
static and dynamic quality attributes.

Static quality attributes: Refers to actual code and related documentation. it
includes structured, maintainable, testable code as well as the availability of
correct and complete documentation.

ASHOK KUMAR K
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Dynamic quality attributes: Relate to the behavior of the application while in
use. It includes software reliability, correctness, completeness, consistency,
usability, -and performance.
=/ Reliability: refers to the probability of failure-free operation.
» Correctness: refers to the correct operation of an application and is
always with reference to some artifact.
= Completeness: refers to the availability of all the features listed in
the requirements or in the user manuat.
» Consistency: refers 1o adherence to a common set of conventions and
assumptions.
» Usability {User-centric testing): refers to the ease with which an
épplication can be used.
=~ Performance: refers to the time the application takes to perform a
requested task. It is considered as a non-functional requirement. It is
specified in terms such as “This task must be performed at the rate of
X units of activity in one second on a machine running at speed Y,
having Z gigabytes of memory”.

Reliability L

There are several definitions of software reliabitity:

Definition 1 (ANSI/IEEE STD 729-1983): Software Reliability is the probability
of failure-free operation of software over a given time interval and under given

" conditions.

» Adv: Accurate estimate of the relia'bility can be found.
» Disadv: requires the knowledge of the profile of its users that might
be difficult or impossible to estimate accurately.
Definition 2: Software Reliability is the probability of failure free-operation of
software in its intended environment. _
» Adv: one needs only a single number to denote reliability of a
software application that is applicable to all its users.
= Disadv: Such estimates are difficult to arrive at.

ASHOK KUMAR K
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UNIT 1: BASICS OF SOFTWARE TESTING 1 -5 -

REQUIREMENTS, BEHAVIOR, AND CORRECTNESS

Products, software in particular, are designed in response to requirements.
Requirements/specify the functions that a product is expected to perform Of
course, during the development of the product, the requirements mlght have
changed from what was stated originally.

Example: Two requirements are given below, each of which leads to a different
program.

Requirement 1: It is required to write a program that inputs two integers and
outputs the maximum of these,

Requirement 2: It is required to write a program that inputs a sequence of
integers and outputs the sorted version of this sequence.

Here, Requirement 1 is lncomplete and Requ1rement 2 is ambiguous.

Proof:

Requ1rement 1: Incomplete

Suppose that program max is developed to satisfy Requirement 1. The expected
output of max when the input integers are 13 and 19 can be easily determined
to be 19. Suppose now that the tester wants to know if the two integers are to
be input to the program on one line followed by a car}iage return, or on two
separate lines with a carriage return typed in after each number. The
requirements are stated above fails to provide an answer to this question. This
example illustrates the incompleteness Requirement 1.

Requirement 2: ambiguous

It is not clear from this requirement whether the input sequence is to be sorted
in ascending or in descending order. The behavior of sort program, written to
satisfy this requirement, will depend on the decision taken by the programmer

“while writing sort.

Testers are often faced with incomplete and/or ambiguous requirements.

Input domain and program correctness

A program is considered correct if it behaves as desired on all possible test
nputs.

Testing a program on all possible inputs is known as exhaustive testing.

The set of all possible inputs to a program P is known as the input domain or
input space, of P. '

ASHOK KUMAR K
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¥ Example:

%

#

o

= Using Requirement 1 above we find the input domain of max to be
the set of all pairs of integers where each element in the pair integers
isin'the range 32,768 till 32,767.

= Using Requirement 2 it is not possible to find the input domain for
the sort program. Therefore, we will modify this requirement as
fotlows.

ae o i

-~ R S O Y PP
aitl uial HIpPWS o

Modified reguirement 2: it is reguired (o write a piogi
sequence of integers and outputs the integers in this sequence sorted in either
ascending or descending order. The order of the output sequence is determined
by an input request character which should be “A” when an ascending
sequence is desired, and “D” otherwise. While providing input to the program,
the request character is input first followed by the sequence of integers to be
sorted; the sequence is terminated with a period.

» Based on the above modified requirement, the input domain for sort
is a set of pairs. The first element of the pair is a character. The
second element of the pair is a sequence of zero or more integers
ending with a period.

<A-31512 55.>

<D 2377.>
Definition of Program correctness: A program is considered correct if it
behaves as expected on each element of its input domain.

Valid and Invalid Inputs

The modified requirement for sort mentions that the request characters can be
“A” and “D”, but fails to answer the question “What if the user types a
different character?”

When using sort it is certainly possible for the user to type a character other
than “A” and “D”. Any character other than “A” and “D” is considered as
invalid input to sort. The requirement for sort does not specify what action it
should take when an invalid input is encountered.

Testing a program against invalid inputs might reveal errors in the program.
Example: Suppose we are testing the sort program. We execute it against the
following input: <E 7 19.>. Suppose that upon execution on the above input,
the sort program enters into an infinite loop and neither asks the user for any

ASHOK KUMAR K
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UNIT 1: BASICS OF SOFTWARE TESTING 1 - 7 -

input nor responds to anything typed by the user. This observed behavior points
to a possible error in sort. -

Instead of typing an integer the user types in a character such as “?”, program
shpulddaformi the user that the input is invalid.

Input domain is partitioned into two sub domains: valid and invalid i’hi)uts;.

Example:
<D79F 19.> ----rmvnen ----- Invalid
<A719.> - Valid

CORRECTNESS VERSUS RELIABILITY

Correctness _

Though correctness of a program is desirable, it is almost never the objective
of testing. To establish correctness via testing would imply testing a program
on all elements in the input domain. In most cases that are encountered in
practice, this is impossible to accomplish in most cases that are encountered in
practice. Thus, correctness is established via mathematical proofs of
programs. .

While correctness attempts to establish that the program is error free, testing
attempts to find if there are any errors in it. Thus, completeness of testing
does not necessarily demonstrate that a program is error free.

Testing, debugging, and the error removal processes together increase our
confidence in the correct functioning of the program under test.

Example: This example illustrates why the probability of program failure might
not change upon error removal.

integer x, y

input x, y

if{(x < y) €--- This condition should be x<=y

{-print f(x, y) }

else

{ print g(x, y) }

ASHOK KUMAR K
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UNIT 1: BASICS OF SOFTWARE TESTING 1 - 8 -

Reliability

Reliability of a program P is the probability of its successful execution on a
randomly .selected element from its input domain

White cerreetness is a binary metric, reliability is a continuous metric over a
scate from 0 to 1. A program can be either correct or incorrect; -its reliability
can be anywhere between 0 and 1.

Example: How to compute program reliability in a simplistic manner.
Consider a program P which takes a pair of iniegeis as inpui. The input domain
of this program is the set ofyall pairs of integers. Suppose now that in actual
use there are only three pairs that will be input to P. These are as follows:

f < (0,0) (-1,1) (1, -1) > }. If it is known that P fails on exactly one of the three
possible input pairs then the frequency with which P will function correctly is
2/3. This number is an estimate of the probability of the successful operation
of P and hence is the reliability of P.

Program use and the operational profile

An operationat profile is a numerical description of how a program is used.

In accordance with the above definition, a program might have several
operational profiles depending on its users. o

Consider a sort program which, on any given execution, allows any one of two
types of input sequences. Sample operational profiles for sort is specified as
fotlows:

Operational profile #1 Operational profile #2

Sequence Probability - Sequence Probability
Numbers only 0.9 Numbers only 0.1
Alphanumeric strings 0.1 Alphanumeric strings 0.9

Opera-tional profile 1 is used for sorting sequences of numbers
Operational profile 2 is used for sorting alphanumeric strings

TESTING AND DEBUGGING ’

Testing is the process of determining if a program behaves as expected. In the
process one may discover errors in the program under test. However, when

ASHOK KUMAR K
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UNIT 1: BASICS OF SOFTWARE TESTING 1 -9 -

testing reveals an error, the process used to determine the cause of this error
and to remove it, is known as debugging.

As illustrated in below figure, testing and debugging are often used as two
related-acdtivities in a cyclic manner.

- Input

Input
'Jr data
Consiruct Use i Operationsai
test mput - profile
Use
Test case
Y
Execute Test plan
program.
Behavior v ' .~ 9
s pepavier ™) vee T
I
1
i
- Qf E
) Testing to be xiffiﬁ%lmnéigﬁfggiv? :
terminated? 1
No Yes !
- 4

File test
session report

File pending
error report

Fix exrox

Figure: A test and Debug cycle.

Preparing a test plan
A test cycle is often guided by a test plan.
Example: Test plan for sort

The sort program is to be tested to meet the requirements given earlier.
Specifically, the following needs to be done:

| 1. Execute sort on at least two input sequences, one with “A” and the other

with “D” as request characters.
2. Execute the program on an empty input sequence

ASHOK KUMAR K
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3. Test the program for robustness against erroneous inputs such as “R” typed
in as the request character.
4. All failures of the test program should be recorded in a suitable file using

the*€ompany Failure Report Form.

Constructing test data (test case)

A test case is a pair consisting of test data to be input to the program and the
expected output. The test data is a set of values, one for each input variable.
A test set is a collection of zero or more test cases.

Example: The following test dases are generated for the sort program using the
test plan given above.

Test case 1:
Test data: <“A” 12 -29 32 > 1
Expected output: -29 12 32
Test case 2:
Test data: . <“D” 12 -29 32.>
Expected output: 32 12 -29
Test case 3: >
Test data: <AL > '

Expected output: No input to be sorted in ascending
order
Tést case 4:
Test data: <DL >
Expected output: No input to be sorted in descending:
order 1
Test case 5:
Test data: <“R” 3 17.>
Expected output: Invalid request character;
valid characters: “A” and “D”
Test case 6:
Test data: <A” ¢ 17.>
Expected output:  Invalid number

ASHOK KUMAR K
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Executing the program

Execution of a program under test is the next significant step in testing

Tester constructs test harness to aid in program execution. The harness
iphializes_any \global variables, inputs a test case, and executes the program.
The output generated by the program may be saved in a file for St}bsequent
examination by a tester.

Test harness

T I l
Get_input Pfint]sequence

Chetk_input Report_failure

Call, sort- : »Check_otitput
Requést_char Sorted sequence
Num_itern s
In_numbers Sort

Figure: A simple test harness to test the sort program.

Specifying program bebhavior

Can be specified in several ways: plain natural language, a state diagram,
formal mathematical specification, etc.

Program state can be used to define program behavior, and state transition
diagram (or state diagram) can be used to specify program behavior.

The state of a program is the set of current values of all its variables and an
indication of which statement in the program is to be executed next. One way
to encode the state is by collecting the current values of program variables into
a vector known as the state vector.

A state diagram specifies program states and how the program changes its
state on an input sequence.

Indication of where the control of execution is at any instant of time is given by
an identifier associated with the next program statement. In assembly
language program counter is used for this purpose

Example: Program p1.1
ASHOK KUMAR K
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The state vector for this program consists of four elements. The first element is
the statement identifier where control of execution is currently positioned.
The next threé elements are, respectively, the values of the three variables X,
Y/Z |

The letter u is an element of the state vector stands for an undefined value.
The notation s; ---> s; is an abbreviation for “The program moves from state s;

t+ aloamont nf ctata c.
LS S LRIl VI ovdiLs Pje

W 0 1 G b W=

Integer X, y, z; W
Input (x, y);
T IE {(x<y)
{z=y;}
Else
{z=x;}
endif
output (z);
end

The possible sequence of states that the max program may go through is given

below: )
[uuul-->[3315u}-->{431515}-->[531515}-->
[831515])-->[93 15 15]

For max program final state is sufficient for determining the maximum of two

numbers & also for the tester.

Consider a menu-driven-application named myapp. Figure shows the menu bar

for this application.

When started, the application enters the initial state.

ASHOK KUMAR K
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UNIT 1: BASICS OF SOFTWARE TESTING 1 - 13 -

Ner Bar e File Eais Tools VWindows [
" Wewy
Opren
Close
Palled down ] -
xreny
-
-
-
e |

Figure: Menu Bar disptaying four menu items when application myapp is started

Diser cdicks rnouse
o VFike™ Pualf-dowswn oveeva

- > dispiayed
A NGE
User selects t,
WO rera®”

Start
appitcation

Expecting
Bser inprtt
E-N.

o

N - "
@g{hted
" =2

Dser relecasaes the t,
roUse

File marnes in the
<uirrervt directory
forrisihite Ensz;

T~ task initiored by tive uwser
s: application srate

wwiinchoww

Figure: A state sequence for myapp showing how the application is expected to
behave when the user selects the open option under the £ile menu

Assessing the correctness of program behavior
An important step in testing a program is the one wherein the tester
determines if the observed behavior of the program under test is correct or not
This step 1s divided into two smatler steps
1. In the first step one observes the behavior.
2. In the second step one analyzes the observed behavior to check if it is
correct or not. Both these steps could be quite complex for large
commercial programs.
The entity that performs-the task of checking the—correctness of the observed
behavior is known as an oracle

ASHOK KUMAR K
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Inpuat

Propgram under
eSSt

Observed
ehavior

Droes the obearved Belrs-ior
pre v Yy ﬂbecquacﬂni behravior

Yes or Mo with an
explanatior:.

Figure: Relatlonshlp between the program under test and the oracle.
A tester often assumes the role of an oracle and thus serves as a human
oracle. Example: To verify if the output of a matrix multiplication program is
correct or not, a tester might input two 2X2 matrices and check if the output
produced by the program matches the result of hand calculation.
Even though a human oracle is often the best available oracle, it has several
disadvantages:

» Error prone

AN

= Slower

= Result in checking of only trivial 1/0 behaviors.
Oracles can also be programs designed to check the behavior of other
programs. Example: one might use a matrix multiplication program to check if
a matrix inverse program has produced the correct output
Advantages of using programs as oracles are:

» Speed

= Accuracy

= Ease with which complex computations can be checked

Construction of oracles

Construction of automated oracles, such as the one to check a matrix
multiplication program or a sort program, requires the determination of input-
output relationship.

In general, the construction of automated oracles is a complex undertaking.
Example for oracle construction:

ASHOK KUMAR K
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— - HVideo

PV Sn ¥ ' ¥
input Generator ‘ Database ,

HVideo Orecle

Figure: Relationship between an input generator, ivideo, and its oracle
)

[ TEST METRICS

The term metric refers to. a standard of measurement. In software testing,
there exists a variety of metrics.

Test metrics Organization
r , . l I Establishes test processes
Organizational  project process  product \[
- {—f—] Used in projects
static dynaniic To test products

Figure: Types of metrics used in software testing and their relationships
Regardless of level at which metrics are defined and collected, there exist four
general core areas that assist in the design of metrics. These are:

1. Schedule: related metrics measure actual completion times of various

activities and compare with estimated time to completion

2. Quality: related metrics measure quality of a product or process

-3. Resource: related metrics measure items such as cost in dollars,

manpower and tests executed

4. Size: related metrics measure size of various objects such as the

~ source code and number of tests in a test suite.

Organizational metrics

At organizational level metrics are usefutl in overall project plan & management
Average over a set of products developed and marketed by an organization is
the product quality

ASHOK KUMARK
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UNIT 1: BASICS OF SOFTWARE TESTING 1 - 16 -

Computing product quality at regular intervals and overall products released
over a given duration shows the quality trend across the organization
Organizational-level metrics allow senior management in setting new goals and
plan_forresources needed to realize the goals

Project metrics

Project metrics relate to a specific project, for ex: the 1/O device testing
project or a compiler project.

The ratio of actual-to-planngd system test effort (tester-man-months) is one
project metric.

Another project metric is the ratio of number of successful tests to the total
number of tests in the system test phase.

Process metrics ,

Every project uses some test process.

The Big-bang approach is one process used in relatively small' single-person
projects

Goal of process metric is to assess the goodness of the process

lLater a defect-is found the costlier it is to fix. Hence, a-metric that classifies
defects according'to the phase in which they are found assists in evaluating the

process itself.

Product metrics: Generic
Product metrics relate to a specific product such as a compiler for a
programming language. These are useful in making decisions related to the
product. For ex: “should this product be released for use by the customer?”
Product complexity-related metrics are of two types
1. Cyclomatic complexity
2. Halstead Metrics
Cyclomatic complexity
* Proposed by Thomas McCabe in 1976 is based on the control flow of a
program.
= Given control flow graph G of a program P containing N nodes, E edges, and
p connected procedures, the cyclomatic complexity V(G) is computed as
follows:
V(G)=E-N+2p
ASHOK KUMAR K
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S

Halstead metrics

= It was published by Prof Maurice Halstead in a book titled Elements of
software Science.

¥ 7 Using program size (S) and effort (E) , the proposed number of errors (B)
found during a software development effort: -

B=7.6E0.66750.333

= Advantage of using an estimator such as B is that it allows the management

to plan for testing resources.

)

| Measure ~ [Notation [Definition
. @ Operator count N1 Number of opefators ina
i program
Operand count N2 Number bf operands in a
' ' program
Unique operators nt Number of unique operators in a
R program
Unique operands - n2 Number of unique operands in a
7 program
Program vocabulary n nt +n2
Program size N N 1+ N2
Program volume \ N*log2n
B Difficulty D 2/n1* 2n/N
Effort E D*V

- Table: Halstead measures of program complexity and effort

Product metrics: OO software

Metric Meaning

Reliability Probability of failure of a s/w wrt a given

operational profile in a given environment
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Defect density Number of defects per KLOC

Defect severity  [Distribution of defects by their level of

severity
Test coverage  [Fraction of testable items e.g. basic blocks
Cyclomatic Measures complexity of a program based on its
complexity ICFG
Weighted bnn=1 C

methods per class '

Class coupling Measures the number of classes to which a
given class is coupled

Response set Set of all methods that can be invoked,
directly or indirectly , when a message is sent]
to object o

INumber offNumber of immediate descendants of a class

children in the class hierarchy

Table: A sample of product metrics

Static and Dynamic Metrics

Static metrics are those computed without having to execute the product Ex:
Number of testers working on a project.

Dynamic metrics require code execution Ex: Number of defects remaining to
be fixed.

Testability

Testability is the degree to which a system or components facilitates the
establishment of test criteria & the performance of tests to determine whether
those criteria have been met.

Testability of a product can be categorized into static and dynamic testability

metrics:
= Static testability metrics: Ex: Software complexity - more
complex an application , lower the testability that is , higher the
effort required to test it
ASHOK KUMAR K ,
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= Dynamic metrics: Ex: code-based coverage criteria- program
- which is difficult to generate tests
¥ Testability is concern in both hardware and software: _
s { In hardware testability detects fault with respect to a fault model
in finished product. o
» |n software it focuses on verification of design & imptementation.

;""é ;@ | . - . )
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UNIT 2:
BASICS OF SOFTWARE TESTING - 2

SOFTWARE AND HARDWARE TESTING

There are several similarities and differences between techniques used for
testing software and hardware.
It is obvious that a software application does not degrade over time (any
fault present in the application will remain and no new faults will creep in
unless the applications changed), whereas hardware degrades over time (ex:
VLSI chip may fail over time).
This difference leads to BIST (Built in self test) techniques applied to hardware
and software designs.
Fault models: Hardware testers generate tests based on fault models. For ex:
using a stuck-at fault model one can use a set of input test patterns to test
whether a logic gate is functioning as expected.
Software testers generate tests to test for correct functionality. Sometimes
such tests do not correspond to any general fault model. For ex: to test
whether there is a memory leak in an application, one performs a combination
of stress testing and code inspection.
Hardware testers use a variety of fault models at different levels of
abstraction. For ex: at the lower level there are transistor level faults. At
higher levels there are gate level, circuit level,' and function-level fault
models. Software testers might or might not use fault models during test
generation even though the models exist.
Test domain: A major difference between tests for hardware and software is in
the domain of tests.

= For hardware domain of the test input involves bit patterns.

= For software domain of the test input involves tuples consisting of one or

more basic data types.
Test covérage:
= Tough in hardware
* Easy in software
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Software Testing Hardware Testing

software application does not hardware degrades over time |
dégrade;over time

Hardware testers generate tests based | Software testers generate tests to test
on fault models for correct functionality. Sometimes
such tests do not correspond to any

general fault model.

Hardware testers use a variety of fault | Software testers might or might not

models at different levels of use fault models during test
abstraction generation even though the models
exist.
For hardware, domain of the test For software, domain of the test
input involves bit patterns input involves tuples consisting of one
' or more basic data types
Test coverage is tough in hardware Test coverage is easy in software

TESTING AND VERIFICATION

Program verification aims at proving the correctness of programs by showing
that it contains no errors. i.e, it aims at showing that a given program works
for all possible inputs that satisfy a set of conditions.

Testing aims at uncovering errors in a program. i.e, it aims to show that the
given program is reliable in that no errors of any significance were found
Program verification and testing are best considered as complementary
techniques. In practice, one can shed program verification, but not testing.
Testing is not a perfect process in that a program might contain errors despite
the success of a set of tests.

Verification might appear to be perfect technique as it promises to verify that
a program is free from errors. However, the person who verified a program
might have made mistake in the verification process; there might be an
incorrect assumption on the input conditions; incorrect assumptions might be
made regarding the components that interface with the program, and so on.
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Thus, Neither verification nor testing is a perfect technique for proving the

correctness of programs.

DEFECT MANAGEMENT

Defect management is an integral part of a development and test process in
many software development organizations. It is a subprocess of development
process.

Defect management entaits the following: defect prevention, discovery,
recording and reporting, classification, resolution, and prediction.

= Defect prevention is achieved through a variety of processes and tools Ex:
Good coding techniques, unit test plans, code inspections.

» Defect discovery is the identification of defects in response to failures
observed during dynamic 'testing or found during static testing. Discovering

" a defect often involves debugging the code under test.

» Defects found are classified and recorded in a database. Classification
becomes important in deating with the defects. For ex: defects classified as
high severity are likely to be attended to first by the developers than those
classified as low severity.

= Fach defect, when recorded, is marked as open indicating that it needs to
be resolved. One or more developers are assigned to resolve the defect.
Resolution requires careful scrutiny of the defect, identifying a fix if
needed, implementing the fix, testing the fix, and finally closing the defect

- indicating that it has been resolved.

= Organizations often do source code analysis to predict how many defects an
application might contain before it enters the testing phase

= Several tools exist for recording defects, and computing and reporting
defect related statistics. Ex: BugZilla (open source), and FogBugz
(commercially availabte).

EXECUTION HISTORY

ASHOK KUMAR K
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B

Execution history (execution trace) of a program is an organized collection of
information about various elements of a program during a given execution.

An Execution slice is an executable subsequence of execution history.

# | Jhere ane)several ways to represent an execution history:

» Sequence in which functions in a program are executed. against a

L4

given test input.

= Sequence in which program blocks are executed.

» For a program written in object-oriented language such as java,
execution history is represented as a sequence of objects and the
corresponding methods accessed.

¥ Example: Consider the program P1.2

1 beogin

2 int x, y, power;
3 float =z;

4 input (x, ¥);

5 i¥ {y<<O)

1S3 power=—-Y;

7 else

8 pPowver=y;

9 z="1;

10 while (power! =0){
11 z==z"x; A
i2 power=power —71;
13 }

14 if (y<<0)

15 z=1/z;

16 owput(z);

17 end

A list of all basic blocks in program P1.2 is given below:

ASHOK KUMARK
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Block | Lines Entry point | Exit point
1 2,3,4,5|1 5

2 6 ‘ 6 B

3 8 8 8

4 9 9 9

5 10 10 10

6 11,12 11 12

7 14 14 14

8 15 15 15

9 16 16 186

Control Flow Graph (CFG) for P1.2 is given below:

|
Int x, y,power: 1
Aoatz
Ingsiar-02, Y <
if fy<D)

, 5
3 Ix
Fwhite (pwerl:O)J‘E"e
r

l Prus
Ltﬂﬁm
poser=poswver-1: ]

Fly<o) | 7
JSalse I treee

We are interested in finding the sequence in which the basic blocks are
executed when the program P1.2 is executed with the test input

tl: < x=2, y=3 >. A straight forward examination of its CFG reveals the
following sequence: 1, 3, 4, 5, 6, 5, 6, 5, 6, 7, 9. This sequence
of blocks represents an execution history of program P1.2 against test t1.
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Another test t2: < x=1, y=0 > generates the following execution history
expressed in terms of blocks: 1, 3, 4, 5, 9.

The More the information in the execution history, the larger the space
required to save it. o

For debugging a function, one might want to know the sequence-of blocks
executed as well as values of one or more variables used in the function.

For selecting a subset of tests to run during regression testing, and for
performance analysis, one might be satisfied with only a sequence of function
calls or blocks executed.

A complete execution history recorded from the start of a program’s execution
until its termination represents a single execution path through the program.
Partial execution history of program can also be recorded.

TEST-GENERATION STRATEGIES

N

One of the key tasks in any software test activity is the generation of test
cases. The program under test is executed against the test cases to determine
whether it conforms to the requirements.
Any form of test generation uses a source document. In the most informal of
test methods, the source document resides in the mind of the tester who
generates tests based on knowledge of the requirements.
In most commercial environments, the process is a bit more formal. The tests
are generated using a mix of formal and informal methods often directly from
the requirements document serving as the source. In more advanced test
processes, requirements serve as a source for the development of formal
models. |
Test strategies:
» Model-based test generation: require that a subset of the
requirements be modeled using a formal notation (usually graphical).
Models: Finite State Machines, Timed automata, Petri net, etc.

ASHOK KUMAR K
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Specification based: require that a subset of the requirements be
modeled using a formal mathematical notation. Examples: B, Z, and

Larch.
=_Code;based test generation: generate tests directly from the code.

% Figure'summarizes several strategies for test generation: .

! Reguirerments l Test generatioss
} algorithm
Test generathon
————'*‘l Findoe st.ate;nach]rm_l—»l algorithm
T P | | Testgeneration |
= ) atgorithm i

N Tesr generation
~>—[ Tirned VO Avbomata J———b——! oF 13y

Test generathosn
algorithrn

specificatbtons

| Test generaton
[Ep—— CTode ————— > algorithm

P

Figure: Requirements, models, and test generation algorithms.

STATIC TESTING

¥ Static testing is carried out without executing the application under test. This
is in contrast to dynamic testing that requires one or more executions of the
applications under test.

¥ Static testing is useful in that it may lead to discovery of faults in the

@% -application, as well as ambiguities and errors in requirements and other
application-related documents, at a relatively low cost. '
¥  Static testing is best carried out by an individual who did not write the code,

or by a team of individuats.

* Test team has access to requirements document, application, and all
associated documents such as design document and user manuals. They also
have access to one or more static testing tools, which takes the application
code as input and generates a variety of data useful in the test process.

* A sample process of static testing is itlustrated in below fig:
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Application code ] Static analysis tool
& documentation

Reqguirerments

l

Conirol flow,
Data flow &
Other data

Test team

>
List of errors
Recommendations

Figure: Elements of Static testing

¥ Walkthroughs and Inspections are an integral part of static testing. %

Walkthroughs
¥ |t is an informal process to review any application-related document.
For ex: '
= Requirements are reviewed using a process termed requirements
~ walkthrough o
= Code is reviewed using code walkthrough {peer code review)
It begins with a review plan agreed upon by all members of the team. Each
item of the document (ex: source code module) is reviewed with clearly stated
objectives in view. A detailed report is generated that lists item of concern

24

regarding the document reviewed.
¥ In requirements walkthrough, the test team must review the Requirement
document to ensure that the requirements match the user needs, and are free
“ from ambiguities and inconsistencies. Both functional and non-functional

requirements are reviewed.

Inspections

It is a more formally defined process usually associated with code.

Code inspection increases productivity and software quality. :
Code inspection is carried out by a team and works accof:ding to the

B B

inspection plan consisting of

1. Statement of purpose

2. Work product to be inspected
ASHOK KUMAR K
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3. Team information, roles, and tasks to be performed
4. Rate at which inspection task is to be completed
5. Data collection forms where the team will record its findings such
as-defects discovered, coding standard violations, and time spent
in-each task .
Members of inspection team are assigned the roles of moderator, reader,
recorder, and author.
= Moderator is in charge of the process and leads the review.
= Actual code is read in by the reader, perhaps with the help of code
browser and with large monitors for all in the team to view the code.
= The recorder records any errors discovered or issues to be looked into.
» The author is the actual developer whose primary task is to help
others understand code.

Use of static code analysis tools in static testing

Static code analysis tool can provide control-flow and data-flow information.
Control flow information, presented in the form of CFG, helps the inspection
team to determine flow of control under different conditions.

CFG can be annotated with data-flow information to make a data flow graph
{(for ex: append each node of a CFG with a list of variables). This information is
valuable to the inspection team in understanding the code as well as pointing
out possible defects.

Commercially available static analysis tools for C and java programs: Purify
from IBM rational, Ktockwork from Klockwork, Inc.

Open source tool for the analysis of java programs: Lightweight analysis for
program security in Eclipse (LAPSE)

MODEL-BASED TESTING AND MODEL CHECKING

Model-based testing refers to the acts of modeling and the generation of tests
from a formal model of application behavior.

Model checking refers to a class of techniques that allow the validation of one
or more properties from a given model of an application.

Figure below illustrates the process of model-checking.
ASHOK KUMAR K )
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Source,; ———— Model
Requirernents, ____4 Model checker l

expenence,
program ——*>property

Property
Satisfied 7 2

)

Yes No
Update modeg!
Of source

Figure: Elements of Model checking
A model, usual.ly finite-state, is extracted from some source. The source could
be requirements, and in some cases, the application code itself. Each state of
the finite-state model is prefixed with one or more properties that must hold
when the application is in that state. For es: a property could be as simple as
x < 0, indicating that variable x must hold a negative value in this state.

One or more desired properties are then coded in a formal specification

language. N
For each property, the checker could come up with one of the three possible
answers:

= Property is satisfied

* Property is not satisfied

= Unable to determine
In the second case, the model checker provides a counterexample showing why
the property is not satisfied. The third case might arise when the model
checker is unable to terminate after an upper limit on the number of iterations
has reached.

CONTROL-FLOW GRAPH (CFG) or Flow Graph or Program Graph

A CFG captures the flow of control within a program. It assists testers in the
analysis of a program to understand its behavior in terms of the flow of control.

ASHOK KUMAR K
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Basic Block
A basic block, or simply a block, in program P is a sequence of consecutive
statements with a single entry and a single exit point. Thus a block has unique
entry apd exit points.
Thése pomts are the first and the last statements within a basic block. Control
always enters a basic block at its entry point and exits from its exit points.
Example: This program takes two integers x and y, and outputs x¥. There
are a total of 17 lines in this program including the begin and end. The
execution of this program begins at line 1 and moves through lines 2, 3, and 4
‘to line 5 containing an if statement. Considering that there is decision at line
5, control could go to one of two possible destinations at lines 6 and 8. Thus,
e the sequence of statements starting at lire 1 and ending at line 5 constitutes a
basic block. Its only entry point is at line 1 and the only exit point is at line 5.
Program P1.2

¥

R's

1 begin

2 int x, ¥, powar;
3 Float =]

4 input (x, ¥);

5 if (y<O)

5 power==>y;.

7 olse h
8 power=—y;

9 z="1;

10 while {power! =0}{
11 z—=z"x;

12 power—=power—1;
13 }

14 if (y<0)

15 z=1]=z;

16 output(z);

17 end

A list of all basic btocks in program P1.2 is given below
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Block | Lines Entry point | Exit point
1 2,3,4,5 |1 5

2 6 : 6 6

3 8 8 8

4 9 9 9

5 10 10 10

6 11,12 11 12

7 14 14 14

8 15 15 15

9 16 16 16

CFG: Definition and pictorial representation

Definition: A control flow graph (or flow graph) G is defined as a finite set N
of nodes and a finite set E of directed edges. An edge (i, j) in E, with an arrow
directed from i to j, connects nodes n; and n; in N. We often write G= (N, E}) to
denote a flow graph G with nodes in N and edges in E. )

Start and End are two special nodes in N and are known as distinguished
nodes. Every other node in G is reachable from Start. Also, every node in N
has a path terminating at End. The node Start has no incoming edge, and
End has no outgoing edge.

Pictorial Representation:

» In a flow graph of a program, each basic block becomes a node and edges
are used to indicate the flow of control between blocks.

» Blocks and nodes are labeled such that block b; corresponds to node n;. An
edge (i, j} connecting basic blocks b; and b; implies that control can go from
block b; to block b;.

= Fach node is represented by an oval or a rectangular box. These boxes are
labeled by their corresponding block numbers. The boxes are connected by
lines representing edges. Arrows are used to indicate the direction of flow.
A block that ends in a decision has two edges going out of it. These edges
are labeled true and false.

Example:
N={Start,1,2,3,4,5,6,7,8,9, End }
ASHOK KUMAR K
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E={(Start, 1), (1, 2}, (1, 3), (2, 4), 3, 4}, (4, 3}, (5, 6), (6, 5), (5, 7), (7, 8),
(7,9), (9, End) }

I}
vt y, power; 41
floar z;
inpire b yd:
if Gy<D)

power=y; power=y;

o §z=~ 4

[ while toower—0) 257

vrer!
itue g

power=power-1;

— e J
| vy | 7
jﬁl ] s
/7] 8

o

Figure: CFG for prograrﬁ P1.2
(a): Statements in each block are shown
(b): Statement within a block are omitted

Path

2  Consider a flow graph G=(N, E). A sequence of k edges, k>0, (e, ez, ... €),
denotes a path of length k through the flow graph if the following sequence
condition holds: .
Given that np, ng, Ny, and ns are nodes betonging to N, and 0<i<k, if e=(n,, ng)
and e;+1=(n,, ng) then ng=n,

2 Note:

» Complete path: A path is said to be complete if the first node along the
path is ‘Start’ and the terminating node is ‘End’
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» Feasible path: A path p through a program is said to be feasible, if there
exists at least one test case which when input to P causes p to be traversed.

* If no test cases exists, then p is considered infeasible
Example: '

Feasible and complete paths:

p1 = (Start, 1,2,4,5, 6,5, 7, 8,9, End)
p2 = (Start, 1, 3,4, 5, 6,5, 7,9, End)
Incomplete paths:

p3=(5,7,8,9)

p4=(6,5,7,9, End)

Complete but infeasible paths:

p5 = (Start, 1, 3,4, 5, 6,5,7,8, 9, End)
p6 = (Start, 1, 2, 4, 5, 7,9, End)

Invalid paths: because they do not satisfy the sequence condition stated

earlier:
P7 = (Start, 1, 2, 4, 8, 9, End)
P8 = (Start, 1, 2, 4, 7, 9, End)

TYPES OF TESTING

Here we present a framework consisting of a set of five classifiers that serve to
classify testing techniques that fall under the dynamic testing category. Each
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of the five classifiers is a mapping from a set of features to a set of testing
techniques. Here are the five classifiers:

1. C1: Source of test generation.

2. C2: Lifecycle phase in which testing takes place

37 £3+/Goal of a specific testing activity

4. C4: Characteristics of the artifact under test

5. C5: Test process models

L AL O P S Ry U . Jp,

Ciassitier Ci; >Source o7 test generation

- e
Artifact Technique Example
Requirements (informal) Black-box Ad-hoc testing

Boundary value analysis
Category partition
Classification trees
Cause-effect graphs
Equivalence partitioning
Partition testing
Predicate testing
Random testing

Code White-box Adegunacy assessment
Coverage testing
Data-flow testing
Domain testing
Mutation.testing
Path testing
Structural testing
Test minimization using coverage

Requirements and code Black-box and
‘White-box
Formal model: Model-based  Statechart testing
Graphical or mathematical Specification FSM testing
specification Pairwise testing
Syntax testing
Component interface Interface testing Interface mutation

Pairwise testing

Biack-box testing: Tests can be generated from formally or informally
specified requirements and without the aid of the code under test. Such form
of testing is referred to as black-box testing.

Model-based or specification-based testing: When the requirements are
formally specified, then model-based or specification based testing is done.
This is also a form of black-box testing.

White-box Testing: White-box testing refers to the test activity wherein code
is used in the generation of or the assessment of test cases.
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Code could be used directly or indirectly for test generation. In the direct
case, a tool, or a human tester, examines the code and focuses on a given path
to be covered. A test is generated to cover this path. In the indirect case, tests
generated (using some btack-box techniques are assessed against some code-
based coverage criterion.

Interface testing: Here, the tests are often generated using a component’s
interface. Certainly, the interface itself forms a part of the component’s
requirements and hence this form of testing is black-box testing.

Classifier C2: Life cycle phase

Phase Technique
Coding -~ Unit testing
Integration Integration testing
System integration System testing
Maintenance Regression testing
Post system, pre-release Beta-testing

Testing activities take place throughout the software life cycle. Here, Testing-
is often categorized based on the phase in which the activity occurs.

Unit testing: Programmers write code during the earty coding phase. They test
their code before it is integrated with other system components. This type of
testing is referred to as unit testing.

Integration testing: When units are integrated and a large component or a
subsystem formed, programmers do integration testing of the subsystem.
System Testing: When the entire system has been built, its testing is referred
to as system testing.

Beta-testing: Often a carefully selected set of customers is asked to test a
system before commercialization. This form of testing is referred to as beta
testing

Regression testing: Errors reported by users of an application often lead to
additional testing and debugging. In such situation, one performs a regression
test. The goal of regression testing is to ensure that the modified system
functions as per its specification.
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Classifier C3: Goal-directed testing

Goal Technigue Example
Advertised features Functional testing

Security Security testing

InFahdiputs Robustness testing

Viritierabilities Vulnerability testing

Errors in GUI GUT testing Capture/plaback

Event sequence graphs
Complete Interaction Sequence

Operational correctness Operational testing Transactional-How
Reliability assessment Reliability testing

Resistance to penetration Penetration testing

System performance Performance testing Stress testing

Customer acceptability Acceptance testing
Business compatibility Compatibility testing Interface testing
Installation testing

Peripherals compatibility  Configuration testing

Finding any hidden errors is the prime goal of testing, goal-oriented testing
looks for-specific types of failures.

Vulnerabili'ty testing: It detects if there is any way by which the system under
test can be penetrated by unauthorized users

¥ Penetration testing: It aims at evaluating how good the policies & measures

N

¥

are.
¥ Robustness testing: It is the task of testing an application for robustness

against unintended inputs (invalid inputs)

¥ Stress testing: checks the behavior of an application under stress. i.e. It
checks an application for conformance to its functional requirements as well as
to its performance requirements when under stress.

¥ Performance testing: Here application is tested specifically with performance
requirements in view.

® lLoad testing: It is a phase of testing in which an application is loaded with

respect to one or more operations. Load testing is also stress testing,
performance testing, robustness testing.

Classifier C4: Artifact under test
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Characteristics

Technique

Avpplication component

Chient and server
Cémpiler

Design

Code

. Database system

OO0 software
Operating system
Real-time software
Requirements
Software

‘Web service

Component testing
Client-server testing
Compiler testing
Design testing

Code testing
Transaction-flow testing
OO testing

Operating system testing
Real-time testing
Requirement testing
Software testing

‘Web service testing

Testers often say “we do X-testing” where X corresponds to an artifact under

test.

Classifier C5: Test process models
Software testing can be integrated into the software development life cycle in
a variety of ways. This leads to various models for the test process listed in

below table.

N

Process

-attributes

Testing in
waterfall model

Testing in V-
model

Spiral testing
Agile testing

Test-driven
development(
TDD)

 Usually done towards the end of the

' Explicitly specifies activities in each phase of

 Applied to software increments

development cycle

the development cycle

Used in agile development methodologies such
as eXtreme programming
Recquirements specified as tests

= S o S
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THE SATURATION EFFECT

The saturation effect is an abstraction of a phenomenon observed during the
testing of complex software systems.
To understand this effect refer to the below figure.
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The-herizontal axis in the figure refers to the test effort that increases over
vime. The test'effort can be measured as, for ex, the number of test cases
executed or total person days spent during the test and debug phase.

The verticat axis refers to the true reliabitity (solid lines) and the confidence in
the correct behavior (dotted lines) of the application under test.
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Table 2.1 Guidelines for generating equivalence classes for variables:

range and strings

Range One class with
values inside
the range and
two with values
outside the
range

String At least one
containing all
legal strings and
one containing all
illegal strings.
Legality is
determined based
on constraints on
the length and
other semantic
features of the
string

Table 2.2 Guidelines for generating equivalence classes for variables:

speede [60...90]

area: float;

age: int;

Fname: string;

vname: string;

area> 0

0 ﬁ‘age <120
leeterchar:

Enumeration and arrays

£(50}L, (75)1.

{9211}

({-1.0}},€15.5211}

{f-13)Ll.(56}1,

{132}}}

({J}1, (334}
{{e}l, {Sue}t,

{Sue2}], {Too
Long a name} ]}

N

{{e}l. {shape}t,

{addressl}t}.
{Long

variable}l.

Enumeration Each value in a
separate class

Array One class
containing all
legal arrays, one
containing only
the pmpty array,
and one
containing
arrays larger
than the
expected size

auto_colore
{red, blue,

green}

up: boolean

Java array:
int ]
alName = new
int(3}];

{{red}t,
{blue}t,
{green}t}
{{truelt,
{falsel} T}
{{I1}4.
{[—10, 201} 7.
{{—9,0, 12,
1513}

— /0 -
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cmd — = | Control software
tédpch —t 2 | (€S

inputs for the boiler-controf software. V and £ are environment vanables.
Values of ond (command) and tempch (temperature change) are input via
the GU! or a data file dependin}j on V. F speciies the data file.
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Table 2.3 "Test data for the control software of a boiler control\_system

SRerarpteEg.
Ty g . = ‘

ey , T
((GUI f valid, temp. t validy} | (GUIL a_ file, temp, —10)
{(GUI, f valid, temp, t_validy} | (GUI, a_ file, temp, —5)
{(GUI, f_valid, temp, t_validy} | (GUI, a_ file, temp, 5)
{(GUL [ valid, temp, t_valid)} | (GUI, a-_ file, temp,10)
{(GUI, f_invalid temp, t_valid)} | (GUI, no__ file, temp, —10)
{(GUL, f_invalid temp, 1_valid)} | (GUI, no__file, temp; ~10)
{(GUI, f_invalid temp, t_valid)} | (GUI, no__ file, temp, —10)
{(GULI, f_invalid temp, t_valid)} | (GUIL no_ file, temp, —10)
{(GUI,_, cancel, NA)} (GUI, a_ file, cancel, —-5)
{(GUI,_, cancel, NA)} (GUI, no_ file, cancel, —5)
{(file, f_valid, temp, t_valid)} (file, a_ file, temp, —10)
{{file, f_valid, temp, ¢_valid)} (file, a_ file, temp, —5)
{(file, f_valid, temp, t_valid)} (file, a_ file, temp, 5)
{{file, f valid, temp, t_valid)} (file, a__file, temp, 10)
{(file, f_valid, temp, ¢_invalid)} | (file, a_ file, temp, —25)
A(file, f_valid, temp, NAYy - | (file, a_ file, shut, 10)
{(file, f_invalid, NA, NA)} (file, no_ file, shut, 10)
{(undefined, _, NA, NA)} (undefined, no__file, shut, 10)




Input domain Input domain Input domain

Incorrect

Correct
values

values

Fig. 2.6
i

GUEA | GUI-B
Application Core application Core application
(a) : by (0

Restriction of the input domain through careful design of the GUL. Partitioning
of the input domain into equivalence classes must account for.the presence
of GUI! as showrk in (b) and {c). GUI-A protects all variables against incor-
rect input while GUI-B does allow the possibility of incorrect input for sar

_Somevariables.
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#inctude "hex values.h”
/o

“~@title cgi_decade

" @desc

»

-

»
-

7/

Translate a stiing from the CGI encoding to plain ascii text
'+’ becomes space, %xx becomes byte with hex value xx,
other alphanumeric characters map to themselves

returns O for success, positive for erroneous input
1 = bad hexadecimal digit

)
int -cgi_.decode(char *encoded, char *decoded) {

char “eptr = encoded;

“char *dptr = decoded;

}

int ok=0; :
while (“eptr) {
char c;
c = "eptr;
/* Case 1: '+ maps to blank */
if{c=="+"){
dptr="";
}elseif (c=="%"){
/* Case 2: "%xx’is hex for character xx */
int digit_high = Hex_Values{*(++eptr)i;
int digitlow = Hex_Values[*(++epi0)};
/* Hex_Values maps illegal digits to -1 */
if ( digit_high == -1 || digit.low ==-1) {
/* dptr="?"; */
ok=1; /* Bad return code */
} etse {
“dptr = 16* digil_high + digit_low;
}
/* Case 3: All other characters map to themselves */
} else { C
~ ‘dptr = “eptr;
}
++dptr;
++eptr;
}
“dptr= "\D’; /* Null terminator for string ¥/
return ok;

Figure 12.1: The C function cgi_decode, which translates a cgi-encoded string to a
~plain ASCII string (reversing the encoding applied by the common gateway interface
of most Web servers).




—! int cgi_decode(char *encoded, char *decoded) ]r
¥

{char 'eétr = encoded; Q%
char *dptr = decoded;

LLint ok =0;

! .
( while (*eptr) { @‘v
False X Tove

/ charc;

c = "eptr;

if (c=="+){
Fals

| . D
[e!self( == %) { Cﬁ

(—-False—*——Tmeﬁ

else F) {int digit_high = Hex_Values[*(++eptr)];
*dptr = “eptr; int digit_tow = Hex_Values[*(++eptr)];
} ' if (digit_high == -17] digit_low == -1) {

else {

*dptr = 16 * digit_high +
digit_low;

}

e

*dptr ="\0%

return ok;

}

Figure 12.2: Control flow graph of ﬁmctibn- cgi-decode from Figure 12.1




= “est”, “test+case%1Dadequacy” }

L = |

i = {“adequate+test¥%0Dexecution%7U" }
T, = {“%3D",“%A", “a+b", “test” }

o= {7 a%0D+%4d" )

Iy = { “firstetest%9Ktestoeko™ }

Table 12.1: Sample test suites for C function cgi_decode from Figure 12.1
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- int cgi_decode{char *encoded, char *decoded) } j — 7 .
|

{char *eptr = encoded; A
char *dptr = decoded; I
int ok = 0;
( while (eptr) {_(B)e— -
/ False LTI’U&-\
~(elseific== %) { (D) ' “Gptr =" ;
True
int digit_high = Hex_Values[*(++eptr)]; (G
int digit_low = Hex_Values[*{++eptr)};
Lif (digit_high == -1 |} digit_low == -1} {
Fals&———lT
I e
(else { M) fok=1; m
ST *dptr = 16 * digit_high+ | 1} y 1
: digit_fow;
3
) - L _/
vrdptr;
+repir; S— :

}

. Figure 12.3: The control flow graph of C function cgi_decode’ which is obtained from
the program of Figure 12.1 after removing node F.
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